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# High-level system architecture

The robot on-board software will be object-oriented. It will consist of 3 classes, Activator, Driver, and MessageHandler. The Activator will contain instances of Driver and MessageHandler. Driver and MessageHandler will not be able to access each others’ fields and methods directly; any interaction between Driver and MessageHandler must go through the Activator class.

## Activator

The Activator class contains the main method. This class is the only one that deals with the Bluetooth connection. It will contain fields and methods to create the connection and check if the connection is there. It creates 3 threads: timer, read, and output. The timer thread is used to determine how much time has elapsed between sending the last message from the on-board system and receiving an acknowledgment from the base computer. The input and output threads are the channels to send and receive messages from the base computer.

The activator receives messages from the base computer, then sends them to the MessageHandler class for decoding, then channels the usable message to the Driver class to implement the required action.

## MessageHandler

The MessageHandler class has one purpose: to deal with messages. It will be capable of decoding a message from the base station, validating the checksum, endcoding a new message to send to the base station, and creating a checksum for the new message. It will take messages in the format designated by the Communications Protocol and transform them into a format that the Driver can use to perform actions. On the reverse, it will take messages (acknowledgments or sensor data), and put them into the communications protocol format, so they can be sent over the Bluetooth channel from the Activator class. All encoded and decoded messages are passed back to the Activator class, and from there are sent to their final destination.

## Driver

The Driver class is in charge of performing robot actions. It will contain an instance of the Differential Pilot Object from Lejos, which contains classes that control robot movement, such as setting the speed and rotating. The Driver class will contain a method for each action the robot should be able to perform: moveStraight, moveArc, turn, stop, setSpeed, read, and noOp. Additionally, it will have a method called implementAction, which will take in a decoded message and call the correct method to perform the required action.
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